Developing best first search and A star algorithm for real world problems

Aim:

To develop best first algorithm and a star algorithm for real world problems.

Code:

BFS:

from queue import PriorityQueue

v = 14

graph = [[] for i in range(v)]

# Function For Implementing Best First Search

# Gives output path having lowest cost

def best\_first\_search(source, target, n):

    visited = [0] \* n

    visited = True

    pq = PriorityQueue()

    pq.put((0, source))

    while pq.empty() == False:

        u = pq.get()[1]

        # Displaying the path having lowest cost

        print(u, end=" ")

        if u == target:

            break

        for v, c in graph[u]:

            if visited[v] == False:

                visited[v] = True

                pq.put((c, v))

    print()

# Function for adding edges to graph

def addedge(x, y, cost):

    graph[x].append((y, cost))

    graph[y].append((x, cost))

# The nodes shown in above example(by alphabets) are

# implemented using integers addedge(x,y,cost);

addedge(0, 1, 3)

addedge(0, 2, 6)

addedge(0, 3, 5)

addedge(1, 4, 9)

addedge(1, 5, 8)

addedge(2, 6, 12)

addedge(2, 7, 14)

addedge(3, 8, 7)

addedge(8, 9, 5)

addedge(8, 10, 6)

addedge(9, 11, 1)

addedge(9, 12, 10)

addedge(9, 13, 2)

source = 0

target = 9

best\_first\_search(source, target, v)

A\*:

class Graph:

    def \_\_init\_\_(self, adjacency\_list):

        self.adjacency\_list = adjacency\_list

    def get\_neighbors(self, v):

        return self.adjacency\_list[v]

    def h(self, n):

        H = {

            'A': 1,

            'B': 1,

            'C': 1,

            'D': 1,

            'E': 1

        }

        return H[n]

    def a\_star\_algorithm(self, start\_node, stop\_node):

        open\_list = set([start\_node])

        closed\_list = set([])

        g = {}

        g[start\_node] = 0

        parents = {}

        parents[start\_node] = start\_node

        while len(open\_list) > 0:

            n = None

            for v in open\_list:

                if n == None or g[v] + self.h(v) < g[n] + self.h(n):

                    n = v;

            if n == None:

                print('Path does not exist!')

                return None

            if n == stop\_node:

                reconst\_path = []

                while parents[n] != n:

                    reconst\_path.append(n)

                    n = parents[n]

                reconst\_path.append(start\_node)

                reconst\_path.reverse()

                print('Path found: {}'.format(reconst\_path))

                return reconst\_path

            for (m, weight) in self.get\_neighbors(n):

                if m not in open\_list and m not in closed\_list:

                    open\_list.add(m)

                    parents[m] = n

                    g[m] = g[n] + weight

                else:

                    if g[m] > g[n] + weight:

                        g[m] = g[n] + weight

                        parents[m] = n

                        if m in closed\_list:

                            closed\_list.remove(m)

                            open\_list.add(m)

            open\_list.remove(n)

            closed\_list.add(n)

        print('Path does not exist!')

        return None

adjacency\_list = {

    'A': [('B', 1), ('C', 3), ('D', 7), ('E',13)],

    'B': [('D', 5)],

    'C': [('E', 12)],

    'D': [('E', 6)]

}

graph1 = Graph(adjacency\_list)

graph1.a\_star\_algorithm('A', 'E')

Output:

BFS:
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![](data:image/png;base64,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)

Result:

BFS and A\* algorithm for real world problems were successfully implemented.